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Abstract—The growing dependence of our society on increasingly complex software systems makes software testing ever more important and challenging. In many domains, such as healthcare and transportation, several independent systems, forming a heterogeneous and distributed system of systems, are involved in the provisioning of end-to-end services to users. However, existing testing techniques, namely in the model-based testing field, provide little support for properly testing such systems.

To bridge the gaps identified in the state of the art we intend to develop a research work where the main goal is to significantly reduce the cost of testing distributed and heterogeneous systems, from the standpoint of time, resources and expertise required, in comparison to existing approaches. For that, we propose a preliminary approach and a toolset architecture for automating the testing of end-to-end services in distributed and heterogeneous systems. The tester interacts with a visual modeling frontend to describe key behavioral scenarios, invoke test generation and execution, and visualize test results and coverage information back in the model. The visual modeling notation is converted to a formal notation amenable for runtime interpretation in the backend. A distributed test monitoring and control infrastructure is responsible for interacting with the components of the system under test, as test driver, monitor and stub. At the core of the toolset, a test execution engine coordinates test execution and checks the conformance of the observed execution trace with the expectations derived from the visual model. A real world example from the Ambient Assisted Living domain is presented to illustrate the approach.

As future work we intend to develop distributed and incremental algorithms for online testing of distributed and heterogeneous systems based on Extended Petri Nets at runtime and validate them in real world case studies.

Index Terms—Software Testing; Distributed algorithms; UML; Petri nets;

I. INTRODUCTION

Due to the increasing ubiquity, complexity, criticality and need for assurance of software based systems [1], testing is a fundamental lifecycle activity, with a huge economic impact if not performed adequately [2]. Such trends, combined with the needs for shorter delivery times and reduced costs, demand for the continuous improvement of software testing methods and tools, in order to make testing activities more effective and efficient.

Nowadays software is not more like simple applications but has evolved to large and complex system of systems [3]. A system of systems consists of a set of small independent systems that together form a new system. The system of systems can be a combination of hardware components (sensors, actuators, etc.) and software systems used to create big systems or ecosystems that can offer multiple different services. Currently, systems of systems capture a great interest from the software engineering research community. Testing these distributed and heterogeneous software systems or systems of systems, running over interconnected mobile and cloud based platforms, is particularly important and challenging. Some of the challenges are: the difficulty to test the system as a whole due to the number and diversity of individual components; the difficulty to coordinate and synchronize the test participants and interactions, due to the distributed nature of the system; the difficulty to test the components individually, because of the dependencies on other components.

An example of a distributed and heterogeneous system is the Ambient Assisted Living (AAL) ecosystem that was prototyped in the context of the nationwide AAL4ALL project [4]. The AAL4ALL ecosystem comprises a set of interoperable AAL products and services (sensors, actuators, mobile and web based applications and services, middleware components, etc.), produced by different manufacturers using different technologies and communication protocols (web services, message queues, etc.). To assure interoperability and the integrity of the ecosystem, it was developed and piloted a testing and certification methodology [5], encompassing the specification of standard interfaces and component categories, the specification of unit (component) and integration test scenarios, and the test implementation and execution on candidate components by independent test laboratories. A major problem faced during test implementation and execution was related with test automation, due to the diversity of component types and communication interfaces, the distributed nature of the system, and the lack of support tools. Similar difficulties have been reported in other domains, such as the railway domain [6]. In fact, we found in the literature limited tool support for automating the whole process of specification-based (or model-based) testing of distributed and heterogeneous systems, as will be explained in Section II.
II. State-of-the-Art

A. Model-based testing

Model-based testing (MBT) techniques and tools have attracted increasing interest from academia and industry, because of their potential to increase the effectiveness and efficiency of the test process, by means of the automatic generation of test cases (test sequences, input test data, and expected outputs) from behavioral models of the system under test (SUT) [7].

However, MBT approaches found in the literature suffer from several limitations [8]. The most common practical limitation is the lack of integrated support for the whole test process. This is a big obstacle for the adoption of these approaches in practice by industry, because of the effort required to create or adapt tools to implement some parts of the test process. Other limitations are the difficulty to bridge the gap between the model and the implementation, and the difficulty to control the test case explosion problem (i.e., the combinatorial explosion in the number of test cases generated from models).

MBT can be done offline or online (also called adaptive or on-the-fly). Offline testing means that test cases are first generated and subsequently executed [9], while in online testing test generation and execution are performed together so that the test generator can react to how the SUT behaves [10]. The use of online testing is necessary if the SUT is non-deterministic, because the test generator can see which path the SUT has taken, and follow the same path in the model [11].

We focus our research work on the online testing of distributed and heterogeneous systems (instead of offline testing), to cope with non-determinism in the implementation or in the specification. We also propose a toolset architecture to support the whole test process in an integrated fashion.

B. Models

MBT approaches use a high variety of models. In general, one can distinguish state based and scenario based approaches [12]. State based approaches use abstract state machines [13], UML state machines [14], input-output automata [15] or similar behavioral models for describing all possible behaviors of the system or its components. Scenario-based approaches use UML sequence diagrams (SDs), message sequence charts (MSC) [16] or similar behavioral models for describing interactions between components of the system or interactions between the system and the environment that occur in specific contexts, representing key system behaviors. State-based models are best suited for capturing system design decisions and are usually more detailed, whilst scenario-based models are better suited for capturing system requirements [12] and are usually less detailed.

We focus our research work on the scenario-based testing of distributed and heterogeneous systems (instead of state-based testing), because scenario-based models are more convenient for describing and visualizing the interactions that occur between the components and actors of a distributed system [17] in key scenarios. Scenario-based models also help partially avoiding the test case explosion problem. To facilitate industrial adoption, we opted for using UML sequence diagrams (SDs) [18][19], with a minimum number of restrictions and extensions, as the input behavioral models. However, UML SDs are not well suited for incremental execution at runtime (as required by an online testing strategy); for that, we opted to use extended Petri Nets [20], for efficient incremental execution and conformance checking, as in our previous work for object-oriented systems [21]. However, in that work only the interaction between objects in a standalone java program were tested, with limited support for parallelism and concurrency. In the current work, we intend to extend that approach for distributed and heterogeneous systems. The extended Petri nets used in our previous work were Event-Driven Colored Petri Nets. In the current work, we intend to add time constraints, so the extended Petri nets will be Timed Event-Driven Colored Petri Nets (TEDCPN). Translation rules from UML SDs (namely time constraints) to TEDCPNs will have to be defined.

C. Distributed testing architectures

One difficulty in testing distributed systems is that their distributed nature imposes theoretical limitations on the conformance faults that can be detected by the test components, depending on the test architecture used [22], [23]. Two basic test architectures have been proposed in the past to test distributed systems: a purely distributed test architecture with independent local testers communicating synchronously with the components of the SUT [24]; a purely centralized test architecture, in which a single centralized tester interacts asynchronously with the components of the SUT. More recently, Hierons [23] proposed a hybrid framework that combine local testers and a centralized tester. He proved that this architecture is more powerful than the distributed and centralized approaches, i.e., it has a higher fault detection capability. However, his work is only concerned with conformance relations between execution traces and specifications based on input-output automata, without addressing algorithms for distributed and incremental online test generation and execution.

Given its advantages, we base our research work on the hybrid test architecture proposed by Hierons [23].

III. Research Objectives and Methodological Approach

A. Research hypothesis

Our research hypothesis (that we expect to prove at the end of the research work) is:

Using an online model-based testing approach, with UML SDs as input models and Extended Petri Nets at runtime, on top of a hybrid test execution architecture, it is possible to fully automate the testing of distributed and heterogeneous systems, at the integration, unit and system level, in an effective, efficient and accessible way.
By 'fully automate' we mean that the only manual activity needed should be the creation of the model required as input for automatic test case generation and execution, together with mapping information between the model and the implementation (e.g., location of system components), without the need to develop test components specific for each SUT. Besides that, all phases of the test process should be supported in an integrated fashion. This will be achieved by:

- the automatic translation of the input behavioral models (UML SDs) to the formal models needed at runtime (Extended Petri Nets, or more specifically, Timed Event-Driven Colored Petri Nets);
- the automatic test input generation (generation of test inputs to the SUT) and conformance checking (checking actual SUT responses against expected ones) based on executable models and mapping information at runtime;
- the provision of 'local testers' (responsible for interacting directly with the SUT components) specific for each platform;
- the automatic reporting of test results (conformance errors and coverage information) back in the input model (with colors and annotations).

By 'effective' we mean an approach with a high fault detection and localization capability. This will be achieved as follows:

- by adopting a hybrid test architecture allowing the detection of a higher number of errors as compared to purely distributed or centralized architectures [23];
- by monitoring and checking (against the specification) the interactions between components in the SUT, besides the interactions between the SUT and the environment;
- by using an incremental conformance checking algorithm, that allows capturing the execution state of the SUT as soon as a failure occurs, and hence facilitate subsequent fault diagnosis;
- by following an online, adaptive, test generation strategy, that allows testing non-deterministic SUT behaviors;
- by testing temporal constraints.

By 'efficient' we mean efficient test execution. This will be achieved as follows:

- by using a distributed conformance checking algorithm, that minimizes communication overheads during test execution;
- by using a runtime model that allows a more efficient model execution and conformance checking.

By 'accessible' we mean an approach accessible for testers in industry. This will be achieved as follows:

- by using a user-friendly input notation, following industry standards;
- by following a scenario-based approach, that usually requires less detailed input models and closer to the requirements than state-based approaches.

Regarding the test levels, we intend to focus on integration testing of end-to-end services, but supporting also system testing (in which internal interactions between components of the system need not be monitored) and unit testing (in which system components are tested in isolation). In our envisioned approach, the same input model can be used to perform tests at different levels (unit, integration, and system testing), simply by changing the selection of observable and controllable events in the input model. For unit testing purposes, all the messages in the model will be considered controllable (i.e., to be generated by the test harnessed) except for the messages departing from the component under test.

B. Sub-objectives and research questions

To prove the research hypothesis, the following sub-objectives will be pursued:

- define translation rules from the input model (UML SDs) to the runtime model (Extended Petri Nets, e.g., Timed Event-Driven Colored Petri Nets);
- define a distributed and incremental algorithm for conformance checking of the observed execution trace against the expectations set by the runtime model;
- define rules for translating the test results (conformance errors and coverage information) back to annotations the input model;
- develop a toolset prototype and conduct experiments in real world case studies.

To achieve the sub-objectives we aim at responding to the following research questions:

- RQ1: Which extensions of Petri Nets should be used?
- RQ2: How to translate temporal constraints from UML SD to such extended Petri Nets?
- RQ3: How to partition the Petri Net for distributed execution?
- RQ4: How to choose the next test action in a distributed environment?
- RQ5: How to translate the results back to the UML SD?

C. Methodology

This work will follow the Engineering method[25]: Engineers develop and test a solution to a hypothesis. Based upon the results of the test, they improve the solution until it requires no further improvement. Validation will be performed by case studies.

IV. PAST WORK AND PRELIMINARY RESULTS

Until this moment it was conducted research work regarding the state of the art analysis, the state of the practice analysis, and the conception of the overall solution.

Regarding the state of the art analysis, it was conducted a systematic analysis of works on model based testing and distributed systems testing.

Regarding the state of the practice analysis, we conducted a survey on “Testing Distributed and Heterogeneous Systems – State of the practice” (available at https://goo.gl/GExS2w),
that was distributed to the participants of two industry-oriented conferences in the software testing area (TESTING Portugal 2015 and UCAAT 2015 - ETSI User Conference on Advanced Automated Testing) and was responded by 147 persons. The main goal of this work is to explore the testing of DHS from the point of view of industry practitioners, in order to assess the current state of the practice and identify opportunities and priorities for research and innovation initiatives. More precisely, we aim at responding to the following research questions:

- **SRQ1**: How relevant are DHS in the software testing practice?
- **SRQ2**: What are the most important features to be tested in DHS?
- **SRQ3**: What is the current status of test automation and tool sourcing for testing DHS?
- **SRQ4**: What are the most desired features in test automation solutions for DHS?

The survey allowed us to confirm the high relevance of DHS in software testing practice, confirm and prioritize the relevance of testing features characteristics of DHS, confirm the existence of a significant gap between the current and the desired status of test automation for DHS, and confirm and prioritize the relevance of test automation features for DHS. A complete analysis of the survey results can be found in [26].

Regarding the conception of the overall solution, we conceived a preliminary approach and a toolset architecture (see Figure 1) for automating the testing of end-to-end services in distributed and heterogeneous systems.

In the envisioned approach, the tester interacts with a visual modeling frontend to describe key behavioral scenarios based on UML sequence diagrams, invoke test generation and execution, and visualize test results and coverage information back in the model (see Figure 2). The visual modeling notation is converted to a formal notation amenable for runtime interpretation in the backend based on extended Petri Nets (see Figure 3). A distributed test monitoring and control infrastructure is responsible for interacting with the components of the system under test, as test driver, monitor and stub. At the core of the toolset, a test execution engine coordinates test execution and checks the conformance of the observed execution trace with the expectations derived from the visual model. This approach was fully described in [17].

V. FUTURE WORK AND EXPECTED RESULTS

As future work we intend to perform the following activities:

- **Define translation rules**: Define the translation rules for conversion between the visual modeling notation (UML SDs) and the formal modeling notation (Extended Petri Nets);
- **Algorithms design**: Define and formally specify distributed and incremental algorithms for online testing of distributed and heterogeneous systems (namely, for conformance checking and test input generation);
- **Algorithm validation**: Verify and validate the above algorithms using formal verification and validation and testing techniques;
- **Practical implementation**: Implement a prototype necessary for automating the proposed approach, using the algorithms previously defined;
- **Final validation**: Validate the solution approach and toolset prototype with respect to the research hypothesis previously described (section III-A) in real world case studies, one of which in the Ambient Assisted Living domain.

The expected results of our work are:

- Translation rules from UML SDs to extended Petri Nets
- Distributed and incremental algorithms for conformance checking and test input generation
- Toolset prototype
- Experimental results

VI. CONCLUSIONS

It was presented a research plan and initial research results for automated scenario-based testing of distributed and heterogeneous systems to overcome the limitations that exist in the state of the art for testing these systems.
Fig. 2. UML sequence diagram representing the interactions in a fall detection scenario. The diagram is already painted after a failed test execution in which the fall detection application did not send an emergency call [17].

Fig. 3. TEDCPN derived from the SD of Figure 2. The net is marked in a final state of a failed test execution in which the fall detection application did not send an emergency call [17].
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Hypothesis
Using a scenario-oriented model-based adaptive (online) testing approach, with extended Petri Nets at runtime, on top of a hybrid test execution architecture, it is possible to fully automate the testing of distributed and heterogeneous systems, at the integration, unit and system level, in an effective, efficient and accessible way.

Main Ideas
Two different modeling notations (front-end/back-end)
Automatic translation between both notations
Usage of an online, adaptive, test generation strategy
Automatic error reporting in visual model

Prototype Architecture
Visual Modeling Environment
- Modeling Tool
- Mapping Tool
- Translation Tool

Distributed Test Generation and Execution Engine
- Test Coordinator
- Global State
- Local Testers 1
- Local State 1
- LT 2
- Local State 2
- LT N
- Local State n

System Under Test

Usage of a hybrid test architecture

Validation
Validation will be performed by case studies, namely in the Ambient Assisted Living and Health domains

Research Questions
RQ1 - Which extensions of Petri Nets should be used?
RQ2 - How to translate temporal constraints from UML SDs to Petri Nets?
RQ3 - How to partition the Petri Net for distributed execution?
RQ4 - How to choose the next test action in a distributed environment?
RQ5 - How to translate the results back to the UML SD?

Expected Results
Translation Rules between UML Sequence Diagrams and Petri Nets
Distributed Test Generation and Execution Algorithms
Tool Prototype
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